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Big memory machines consist of multiple processors to increase the total amount of bandwidth to and capacity of main memory. This multi-socket machines typically feature non-uniform memory access (NUMA) characteristics: accessing memory attached to the local processor has different performance characteristics than accessing memory attached to a remote processor. The observed latencies and bandwidth to remote memory can differ up to 2-3x depending on the machine topology. Optimizing workloads and data placement strategies for such NUMA machines has been an open research area e.g. back-box concurrent data structures [1], Carrefour [2], large pages in NUMA systems [3] or Shoa [4]. Commercial OSes implement NUMA page migration that tracks accesses to pages and migrates them when they’ve been frequently accessed by a remote node. For example, Linux implements a feature called AutoNUMA for migrating pages between NUMA nodes.

None of the prior work investigated the effects of page-table placement in the context of NUMA machines. Data pages are allocated on the NUMA node that first touches the page (or interleaved across all nodes) and the data pages can be easily migrated in case of a mis-placement. Whereas the page table pages cannot be migrated easily since they use physical address-based pointers. In addition, on x86, a single page table has 512 entries and using an interleave policy implies that $N - 1/N$ entries will point to a remote data page (with $N$ the number of NUMA nodes).

The page table placement has become more important since the TLB reach has been diminishing: the fraction of physical memory that can be mapped by all the TLB entries is tiny. For example, on an Intel Haswell processor the TLB reach is less than 1% assuming 1TB of main memory. Therefore, in big-memory machines, the pressure on the TLB has increased requiring up to 4 memory accesses (or up to 24 memory accesses in the virtualized case) by the page walker to resolve a single virtual-to-physical mapping. In the context of parallel workloads, this in turn means that on average $N - 1/N$ of these memory accesses will be served by a remote node and hence the page walker will suffer from the additional NUMA latency when the page table is allocated on a remote node. This is mainly caused by the fact that there is a single page table for the process used by all cores and secondly a single page table page has multiple entries which may point to pages on different NUMA nodes. Through our experiments, we found that even with local allocation policy we saw up to 80% of the page tables pointing to a remote node.

In this work, we investigate the performance implications of page table placement in big-memory machines. Our microbenchmarks show that on a 4 socket Intel Haswell machine, the performance degradation due to remote placement of page tables can be up to 3.4x for the HPCC RandomAccess benchmark workload. While this workload is designed to have a high cache-miss rate, similar effects can be seen in key-value stores like Redis, for example, where the performance degradation can be up to 2x in the worst case.

To reduce the overheads of remote accesses on a page table walk on a NUMA machine, we design Mitosis: a transparently self-replicating page table for big-memory machines. In our design, we fully replicate page tables on NUMA nodes by changing page table allocation and management subsystem. We can enable page table replication on a per-process basis which will create and maintain a replica for each node the process runs on. When the process is scheduled to run on a core, it writes the core’s page table pointer (CR3 register on x86 processors) with the physical address of the page table replica of the local NUMA node. Each time the OS modifies the page tables, we ensure that the updates are propagated to all replica page tables efficiently and reads return consistent values based on all replicas (including the hardware updated dirty and access bits).

In addition, we would like to extend the design of Mitosis to support virtualized environments. In a virtual environment with hardware support (extended page tables), handling a TLB miss has a higher overhead than in the native case due to the required 2D page table walk introducing at most 24 memory accesses to resolve a single TLB miss. We envision to modify the hypervisor to do the replication transparently underneath the guest enabling unmodified guest OSes to run in a VM.

Currently, we implement our design of Mitosis in Linux and only supports native execution. Our experiments show that we can fully mitigate the 3.4x slowdown of HPCC RandomAccess and improve other single threaded workloads by 30% and multi threaded workloads by 15% respectively. We would extend our Mitosis design in Linux with KVM to improve performance of applications running in a virtualized system.
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